实验1代码

（1）#include <iostream>

#include <memory>

// 定义链表结点结构

struct Node {

int data;

std::shared\_ptr<Node> next;

Node(int val) : data(val), next(nullptr) {}

};

// 获取链表中第i个结点的指针

std::shared\_ptr<Node> getNodeAtPosition(const std::shared\_ptr<Node>& head, int i) {

if (i < 0) {

return nullptr;

}

std::shared\_ptr<Node> current = head;

int count = 0;

while (current != nullptr) {

if (count == i) {

return current;

}

count++;

current = current->next;

}

return nullptr;

}

// 打印链表

void printList(const std::shared\_ptr<Node>& head) {

std::shared\_ptr<Node> current = head;

while (current != nullptr) {

std::cout << current->data << " -> ";

current = current->next;

}

std::cout << "NULL" << std::endl;

}

int main() {

// 创建链表

auto head = std::make\_shared<Node>(1);

auto current = head;

for (int i = 2; i <= 10; i++) {

current->next = std::make\_shared<Node>(i);

current = current->next;

}

// 测试第一组数据

int testIndices1[] = { 5, 10, 0, 11, 12 };

for (int i = 0; i < 5; i++) {

auto result = getNodeAtPosition(head, testIndices1[i]);

if (result != nullptr) {

std::cout << "Node at position " << testIndices1[i] << ": " << result->data << std::endl;

}

else {

std::cout << "Node at position " << testIndices1[i] << ": NULL" << std::endl;

}

}

// 创建空链表

std::shared\_ptr<Node> emptyHead = nullptr;

// 测试第二组数据

int testIndices2[] = { 0, 2 };

for (int i = 0; i < 2; i++) {

auto result = getNodeAtPosition(emptyHead, testIndices2[i]);

if (result != nullptr) {

std::cout << "Node at position " << testIndices2[i] << ": " << result->data << std::endl;

}

else {

std::cout << "Node at position " << testIndices2[i] << ": NULL" << std::endl;

}

}

return 0;

}

（2）#include <iostream>

#include <memory>

// 定义链表结点结构

struct Node {

int data;

std::shared\_ptr<Node> next;

Node(int val) : data(val), next(nullptr) {}

};

// 在链表第i个结点前插入值为x的结点

void insertNodeBeforePosition(std::shared\_ptr<Node>& head, int i, int x) {

if (i < 0) {

std::cout << "Invalid position: " << i << std::endl;

return;

}

auto newNode = std::make\_shared<Node>(x);

if (i == 0) {

newNode->next = head;

head = newNode;

return;

}

std::shared\_ptr<Node> current = head;

int count = 0;

while (current != nullptr && count < i - 1) {

current = current->next;

count++;

}

if (current == nullptr) {

std::cout << "Invalid position: " << i << std::endl;

return;

}

newNode->next = current->next;

current->next = newNode;

}

// 打印链表

void printList(const std::shared\_ptr<Node>& head) {

std::shared\_ptr<Node> current = head;

while (current != nullptr) {

std::cout << current->data << " -> ";

current = current->next;

}

std::cout << "NULL" << std::endl;

}

int main() {

// 创建链表

auto head = std::make\_shared<Node>(1);

auto current = head;

for (int i = 2; i <= 10; i++) {

current->next = std::make\_shared<Node>(i);

current = current->next;

}

// 测试第一组数据

int testIndices1[] = { 5, 10, 11, 0, 1, 12 };

int x = 100;

for (int i = 0; i < 6; i++) {

insertNodeBeforePosition(head, testIndices1[i], x);

std::cout << "After inserting " << x << " before position " << testIndices1[i] << ": ";

printList(head);

}

// 创建空链表

std::shared\_ptr<Node> emptyHead = nullptr;

// 测试第二组数据

int testIndex2 = 5;

insertNodeBeforePosition(emptyHead, testIndex2, x);

std::cout << "After inserting " << x << " before position " << testIndex2 << ": ";

printList(emptyHead);

return 0;

}

（3）#include <iostream>

#include <memory>

// 定义链表结点结构

struct Node {

int data;

std::shared\_ptr<Node> next;

Node(int val) : data(val), next(nullptr) {}

};

// 删除链表中第i个元素结点

void deleteNodeAtPosition(std::shared\_ptr<Node>& head, int i) {

if (i < 0) {

std::cout << "Invalid position: " << i << std::endl;

return;

}

if (head == nullptr) {

std::cout << "List is empty, cannot delete from empty list." << std::endl;

return;

}

if (i == 0) {

head = head->next;

return;

}

std::shared\_ptr<Node> current = head;

int count = 0;

while (current != nullptr && count < i - 1) {

current = current->next;

count++;

}

if (current == nullptr || current->next == nullptr) {

std::cout << "Invalid position: " << i << std::endl;

return;

}

current->next = current->next->next;

}

// 打印链表

void printList(const std::shared\_ptr<Node>& head) {

std::shared\_ptr<Node> current = head;

while (current != nullptr) {

std::cout << current->data << " -> ";

current = current->next;

}

std::cout << "NULL" << std::endl;

}

int main() {

// 创建链表

auto head = std::make\_shared<Node>(1);

auto current = head;

for (int i = 2; i <= 10; i++) {

current->next = std::make\_shared<Node>(i);

current = current->next;

}

// 测试第一组数据

int testIndices1[] = {5, 10, 1, 11, 0};

for (int i = 0; i < 5; i++) {

deleteNodeAtPosition(head, testIndices1[i]);

std::cout << "After deleting node at position " << testIndices1[i] << ": ";

printList(head);

}

// 创建空链表

std::shared\_ptr<Node> emptyHead = nullptr;

// 测试第二组数据

int testIndex2 = 5;

deleteNodeAtPosition(emptyHead, testIndex2);

std::cout << "After deleting node at position " << testIndex2 << ": ";

printList(emptyHead);

return 0;

}

（4）#include <iostream>

struct ListNode {

int val;

ListNode\* next;

ListNode(int x) : val(x), next(nullptr) {}

};

void insertSorted(ListNode\*& head, int x) {

ListNode\* newNode = new ListNode(x);

// 如果链表为空或者新节点应该插入在链表头部

if (head == nullptr || head->val >= x) {

newNode->next = head;

head = newNode;

return;

}

// 找到插入位置

ListNode\* current = head;

while (current->next != nullptr && current->next->val < x) {

current = current->next;

}

// 插入新节点

newNode->next = current->next;

current->next = newNode;

}

void printList(ListNode\* head) {

ListNode\* current = head;

while (current != nullptr) {

std::cout << current->val << " ";

current = current->next;

}

std::cout << std::endl;

}

int main() {

// 创建初始链表

ListNode\* head = new ListNode(10);

ListNode\* current = head;

int values[] = { 20, 30, 40, 50, 60, 70, 80, 90, 100 };

for (int val : values) {

current->next = new ListNode(val);

current = current->next;

}

// 测试插入

int testValues[] = { 25, 85, 110, 8 };

for (int x : testValues) {

insertSorted(head, x);

printList(head);

}

// 释放内存

while (head != nullptr) {

ListNode\* temp = head;

head = head->next;

delete temp;

}

return 0;

}

（5）#include <iostream>

using namespace std;

// 定义链表节点结构

struct ListNode {

int val;

ListNode\* next;

ListNode(int x) : val(x), next(nullptr) {}

};

// 创建链表

ListNode\* createList(const int arr[], int n) {

if (n == 0) return nullptr;

ListNode\* head = new ListNode(arr[0]);

ListNode\* current = head;

for (int i = 1; i < n; ++i) {

current->next = new ListNode(arr[i]);

current = current->next;

}

return head;

}

// 打印链表

void printList(ListNode\* head) {

ListNode\* current = head;

while (current != nullptr) {

cout << current->val << " ";

current = current->next;

}

cout << endl;

}

// 分解链表为奇数项和偶数项

void splitList(ListNode\* head, ListNode\*& oddHead, ListNode\*& evenHead) {

if (head == nullptr) return;

oddHead = new ListNode(0); // 带头结点的单链表

evenHead = new ListNode(0); // 带头结点的单链表

ListNode\* oddTail = oddHead;

ListNode\* evenTail = evenHead;

ListNode\* current = head;

int index = 1;

while (current != nullptr) {

if (index % 2 != 0) {

oddTail->next = current;

oddTail = oddTail->next;

}

else {

evenTail->next = current;

evenTail = evenTail->next;

}

current = current->next;

index++;

}

oddTail->next = nullptr;

evenTail->next = nullptr;

// 去掉头结点

oddHead = oddHead->next;

evenHead = evenHead->next;

}

int main() {

// 第一组数据

int arr1[] = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 20, 30, 40, 50, 60 };

ListNode\* head1 = createList(arr1, sizeof(arr1) / sizeof(arr1[0]));

cout << "原链表1: ";

printList(head1);

ListNode\* oddHead1 = nullptr;

ListNode\* evenHead1 = nullptr;

splitList(head1, oddHead1, evenHead1);

cout << "奇数项链表1: ";

printList(oddHead1);

cout << "偶数项链表1: ";

printList(evenHead1);

// 第二组数据

int arr2[] = { 10, 20, 30, 40, 50, 60, 70, 80, 90, 100 };

ListNode\* head2 = createList(arr2, sizeof(arr2) / sizeof(arr2[0]));

cout << "原链表2: ";

printList(head2);

ListNode\* oddHead2 = nullptr;

ListNode\* evenHead2 = nullptr;

splitList(head2, oddHead2, evenHead2);

cout << "奇数项链表2: ";

printList(oddHead2);

cout << "偶数项链表2: ";

printList(evenHead2);

return 0;

}

![](data:image/png;base64,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)

#include <iostream>

using namespace std;

// 定义链表节点结构

struct ListNode {

int val;

ListNode\* next;

ListNode(int x) : val(x), next(nullptr) {}

};

// 创建链表

ListNode\* createList(const int arr[], int n) {

if (n == 0) return nullptr;

ListNode\* head = new ListNode(arr[0]);

ListNode\* current = head;

for (int i = 1; i < n; ++i) {

current->next = new ListNode(arr[i]);

current = current->next;

}

return head;

}

// 打印链表

void printList(ListNode\* head) {

ListNode\* current = head;

while (current != nullptr) {

cout << current->val << " ";

current = current->next;

}

cout << endl;

}

// 找到两个递增有序链表的公共元素，并连接成链表L3

ListNode\* findCommonElements(ListNode\* L1, ListNode\* L2) {

ListNode dummy(0);

ListNode\* tail = &dummy;

ListNode\* p1 = L1;

ListNode\* p2 = L2;

while (p1 != nullptr && p2 != nullptr) {

if (p1->val == p2->val) {

tail->next = new ListNode(p1->val);

tail = tail->next;

p1 = p1->next;

p2 = p2->next;

}

else if (p1->val < p2->val) {

p1 = p1->next;

}

else {

p2 = p2->next;

}

}

return dummy.next;

}

int main() {

// 第一组数据

int arr1[] = { 1, 3, 6, 10, 15, 16, 17, 18, 19, 20 };

int arr2[] = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 18, 20, 30 };

ListNode\* L1 = createList(arr1, sizeof(arr1) / sizeof(arr1[0]));

ListNode\* L2 = createList(arr2, sizeof(arr2) / sizeof(arr2[0]));

cout << "第一个链表: ";

printList(L1);

cout << "第二个链表: ";

printList(L2);

ListNode\* L3 = findCommonElements(L1, L2);

cout << "公共元素链表: ";

printList(L3);

// 第二组数据

int arr3[] = { 1, 3, 6, 10, 15, 16, 17, 18, 19, 20 };

int arr4[] = { 2, 4, 5, 7, 8, 9, 12, 22 };

ListNode\* L4 = createList(arr3, sizeof(arr3) / sizeof(arr3[0]));

ListNode\* L5 = createList(arr4, sizeof(arr4) / sizeof(arr4[0]));

cout << "第一个链表: ";

printList(L4);

cout << "第二个链表: ";

printList(L5);

ListNode\* L6 = findCommonElements(L4, L5);

cout << "公共元素链表: ";

printList(L6);

// 第三组数据

int arr5[10] = {};

int arr6[] = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 };

ListNode\* L7 = createList(arr5, sizeof(arr5) / sizeof(arr5[0]));

ListNode\* L8 = createList(arr6, sizeof(arr6) / sizeof(arr6[0]));

cout << "第一个链表: ";

printList(L7);

cout << "第二个链表: ";

printList(L8);

ListNode\* L9 = findCommonElements(L7, L8);

cout << "公共元素链表: ";

printList(L9);

return 0;

}

实验2代码

（1）#include <iostream>

#include <vector>

// 定义链表节点结构

struct Node {

int data;

Node\* next;

Node(int val) : data(val), next(nullptr) {}

};

// 创建单循环链表

Node\* createCircularLinkedList(const std::vector<int>& elements) {

if (elements.empty()) return nullptr;

Node\* head = new Node(elements[0]);

Node\* current = head;

for (size\_t i = 1; i < elements.size(); ++i) {

current->next = new Node(elements[i]);

current = current->next;

}

// 将最后一个节点的next指向head，形成循环

current->next = head;

return head;

}

// 依次访问单循环链表的各结点

void traverseCircularLinkedList(Node\* head) {

if (!head) return;

Node\* current = head;

do {

std::cout << current->data << " ";

current = current->next;

} while (current != head);

std::cout << std::endl;

}

// 释放链表内存

void deleteCircularLinkedList(Node\* head) {

if (!head) return;

Node\* current = head;

Node\* next = nullptr;

do {

next = current->next;

delete current;

current = next;

} while (current != head);

}

int main() {

// 第一组数据

std::vector<int> elements1 = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 20, 30, 40, 50, 60 };

Node\* head1 = createCircularLinkedList(elements1);

std::cout << "第一组数据：";

traverseCircularLinkedList(head1);

deleteCircularLinkedList(head1);

// 第二组数据

std::vector<int> elements2 = { 10, 20, 30, 40, 50, 60, 70, 80, 90, 100 };

Node\* head2 = createCircularLinkedList(elements2);

std::cout << "第二组数据：";

traverseCircularLinkedList(head2);

deleteCircularLinkedList(head2);

return 0;

}

（2）#include <iostream>

#include <vector>

#include <cmath>

// 定义链表节点结构

struct Node {

int data;

Node\* next;

Node(int val) : data(val), next(nullptr) {}

};

// 创建带头结点的单循环链表

Node\* createCircularLinkedList(const std::vector<int>& elements) {

if (elements.empty()) return nullptr;

Node\* head = new Node(0); // 头结点

Node\* current = head;

for (size\_t i = 0; i < elements.size(); ++i) {

current->next = new Node(elements[i]);

current = current->next;

}

// 将最后一个节点的next指向head->next，形成循环

current->next = head->next;

return head;

}

// 判断链表是否满足条件

bool checkCondition(Node\* head) {

if (!head || !head->next) return true; // 空链表或只有一个头结点

Node\* current = head->next;

int index = 1;

do {

if (std::abs(current->data - index) > 3) {

return false;

}

current = current->next;

++index;

} while (current != head->next);

return true;

}

// 释放链表内存

void deleteCircularLinkedList(Node\* head) {

if (!head) return;

Node\* current = head->next;

Node\* next = nullptr;

do {

next = current->next;

delete current;

current = next;

} while (current != head->next);

delete head; // 删除头结点

}

int main() {

// 第一组数据

std::vector<int> elements1 = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 12, 13, 15, 16, 18 };

Node\* head1 = createCircularLinkedList(elements1);

std::cout << "第一组数据：" << (checkCondition(head1) ? "TRUE" : "FALSE") << std::endl;

deleteCircularLinkedList(head1);

// 第二组数据

std::vector<int> elements2 = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 15, 20, 18 };

Node\* head2 = createCircularLinkedList(elements2);

std::cout << "第二组数据：" << (checkCondition(head2) ? "TRUE" : "FALSE") << std::endl;

deleteCircularLinkedList(head2);

return 0;

}

（3）#include <iostream>

#include <vector>

// 定义链表节点结构

struct Node {

int data;

Node\* next;

Node(int val) : data(val), next(nullptr) {}

};

// 创建单循环链表

Node\* createCircularLinkedList(const std::vector<int>& elements) {

if (elements.empty()) return nullptr;

Node\* head = new Node(elements[0]);

Node\* current = head;

for (size\_t i = 1; i < elements.size(); ++i) {

current->next = new Node(elements[i]);

current = current->next;

}

// 将最后一个节点的next指向head，形成循环

current->next = head;

return head;

}

// 求两个递增有序单循环链表的交集

Node\* intersection(Node\* head1, Node\* head2) {

if (!head1 || !head2) return nullptr;

Node\* resultHead = nullptr;

Node\* resultTail = nullptr;

Node\* current1 = head1;

Node\* current2 = head2;

do {

if (current1->data == current2->data) {

if (!resultHead) {

resultHead = new Node(current1->data);

resultTail = resultHead;

}

else {

if (resultTail->data != current1->data) {

resultTail->next = new Node(current1->data);

resultTail = resultTail->next;

}

}

current1 = current1->next;

current2 = current2->next;

}

else if (current1->data < current2->data) {

current1 = current1->next;

}

else {

current2 = current2->next;

}

} while (current1 != head1 && current2 != head2);

if (resultHead) {

resultTail->next = resultHead;

}

return resultHead;

}

// 求两个递增有序单循环链表的并集

Node\* unionSet(Node\* head1, Node\* head2) {

if (!head1) return head2;

if (!head2) return head1;

Node\* resultHead = nullptr;

Node\* resultTail = nullptr;

Node\* current1 = head1;

Node\* current2 = head2;

do {

if (current1->data == current2->data) {

if (!resultHead) {

resultHead = new Node(current1->data);

resultTail = resultHead;

}

else {

if (resultTail->data != current1->data) {

resultTail->next = new Node(current1->data);

resultTail = resultTail->next;

}

}

current1 = current1->next;

current2 = current2->next;

}

else if (current1->data < current2->data) {

if (!resultHead) {

resultHead = new Node(current1->data);

resultTail = resultHead;

}

else {

if (resultTail->data != current1->data) {

resultTail->next = new Node(current1->data);

resultTail = resultTail->next;

}

}

current1 = current1->next;

}

else {

if (!resultHead) {

resultHead = new Node(current2->data);

resultTail = resultHead;

}

else {

if (resultTail->data != current2->data) {

resultTail->next = new Node(current2->data);

resultTail = resultTail->next;

}

}

current2 = current2->next;

}

} while (current1 != head1 && current2 != head2);

while (current1 != head1) {

if (resultTail->data != current1->data) {

resultTail->next = new Node(current1->data);

resultTail = resultTail->next;

}

current1 = current1->next;

}

while (current2 != head2) {

if (resultTail->data != current2->data) {

resultTail->next = new Node(current2->data);

resultTail = resultTail->next;

}

current2 = current2->next;

}

if (resultHead) {

resultTail->next = resultHead;

}

return resultHead;

}

// 打印单循环链表

void printCircularLinkedList(Node\* head) {

if (!head) return;

Node\* current = head;

do {

std::cout << current->data << " ";

current = current->next;

} while (current != head);

std::cout << std::endl;

}

// 释放链表内存

void deleteCircularLinkedList(Node\* head) {

if (!head) return;

Node\* current = head;

Node\* next = nullptr;

do {

next = current->next;

delete current;

current = next;

} while (current != head);

}

int main() {

// 第一组数据

std::vector<int> elements1\_1 = { 1, 3, 6, 10, 15, 16, 17, 18, 19, 20 };

std::vector<int> elements1\_2 = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 18, 20, 30 };

Node\* head1\_1 = createCircularLinkedList(elements1\_1);

Node\* head1\_2 = createCircularLinkedList(elements1\_2);

Node\* intersection1 = intersection(head1\_1, head1\_2);

Node\* union1 = unionSet(head1\_1, head1\_2);

std::cout << "第一组交集：";

printCircularLinkedList(intersection1);

std::cout << "第一组并集：";

printCircularLinkedList(union1);

deleteCircularLinkedList(head1\_1);

deleteCircularLinkedList(head1\_2);

deleteCircularLinkedList(intersection1);

deleteCircularLinkedList(union1);

// 第二组数据

std::vector<int> elements2\_1 = { 1, 3, 6, 10, 15, 16, 17, 18, 19, 20 };

std::vector<int> elements2\_2 = { 2, 4, 5, 7, 8, 9, 12, 22 };

Node\* head2\_1 = createCircularLinkedList(elements2\_1);

Node\* head2\_2 = createCircularLinkedList(elements2\_2);

Node\* intersection2 = intersection(head2\_1, head2\_2);

Node\* union2 = unionSet(head2\_1, head2\_2);

std::cout << "第二组交集：";

printCircularLinkedList(intersection2);

std::cout << "第二组并集：";

printCircularLinkedList(union2);

deleteCircularLinkedList(head2\_1);

deleteCircularLinkedList(head2\_2);

deleteCircularLinkedList(intersection2);

deleteCircularLinkedList(union2);

// 第三组数据

std::vector<int> elements3\_1 = {};

std::vector<int> elements3\_2 = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 };

Node\* head3\_1 = createCircularLinkedList(elements3\_1);

Node\* head3\_2 = createCircularLinkedList(elements3\_2);

Node\* intersection3 = intersection(head3\_1, head3\_2);

Node\* union3 = unionSet(head3\_1, head3\_2);

std::cout << "第三组交集：";

printCircularLinkedList(intersection3);

std::cout << "第三组并集：";

printCircularLinkedList(union3);

deleteCircularLinkedList(head3\_1);

deleteCircularLinkedList(head3\_2);

deleteCircularLinkedList(intersection3);

deleteCircularLinkedList(union3);

return 0;

}

（4）#include <iostream>

#include <vector>

// 定义双循环链表节点结构

struct Node {

int data;

Node\* prev;

Node\* next;

Node(int val) : data(val), prev(nullptr), next(nullptr) {}

};

// 创建带头结点的双循环链表

Node\* createDoublyCircularLinkedList(const std::vector<int>& elements) {

if (elements.empty()) return nullptr;

// 创建头结点

Node\* head = new Node(0);

Node\* current = head;

// 创建链表节点

for (int element : elements) {

Node\* newNode = new Node(element);

newNode->prev = current;

current->next = newNode;

current = newNode;

}

// 将最后一个节点的next指向头结点的next，形成循环

current->next = head->next;

// 将头结点的next的prev指向最后一个节点，形成循环

head->next->prev = current;

return head;

}

// 打印双循环链表

void printDoublyCircularLinkedList(Node\* head) {

if (!head || !head->next) return;

Node\* current = head->next;

do {

std::cout << current->data << " ";

current = current->next;

} while (current != head->next);

std::cout << std::endl;

}

// 释放双循环链表内存

void deleteDoublyCircularLinkedList(Node\* head) {

if (!head || !head->next) return;

Node\* current = head->next;

Node\* next = nullptr;

do {

next = current->next;

delete current;

current = next;

} while (current != head->next);

delete head; // 删除头结点

}

int main() {

// 第一组数据

std::vector<int> elements1 = { 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 };

Node\* head1 = createDoublyCircularLinkedList(elements1);

std::cout << "第一组数据：";

printDoublyCircularLinkedList(head1);

deleteDoublyCircularLinkedList(head1);

// 第二组数据

std::vector<int> elements2 = { 10, 30, 40, 55, 60, 70, 88, 99, 100 };

Node\* head2 = createDoublyCircularLinkedList(elements2);

std::cout << "第二组数据：";

printDoublyCircularLinkedList(head2);

deleteDoublyCircularLinkedList(head2);

return 0;

}

（5）

};

bool isSymmetric(Node\* head) {

if (head->next == head) {

// 空链表或只有一个元素的链表是对称的

return true;

}

Node\* front = head->next;

Node\* back = head->prev;

while (front != back && front->prev != back) {

if (front->data != back->data) {

return false;

}

front = front->next;

back = back->prev;

}

return true;

}

// 辅助函数：创建双循环链表

Node\* createDoublyCircularLinkedList(int arr[], int n) {

Node\* head = new Node();

head->next = head;

head->prev = head;

Node\* current = head;

for (int i = 0; i < n; ++i) {

Node\* newNode = new Node();

newNode->data = arr[i];

newNode->next = head;

newNode->prev = current;

current->next = newNode;

head->prev = newNode;

current = newNode;

}

return head;

}

// 辅助函数：打印链表（用于调试）

void printList(Node\* head) {

Node\* current = head->next;

while (current != head) {

std::cout << current->data << " ";

current = current->next;

}

std::cout << std::endl;

}

int main() {

int arr1[] = { 1, 2, 3, 4, 5, 4, 3, 2, 1 };

int arr2[] = { 1, 2, 3, 4, 5, 5, 4, 3, 2, 1 };

int arr3[] = { 1, 2, 3, 4, 5, 6, 3, 2, 1 };

int arr4[] = { 1, 2, 3, 4, 5, 5, 6, 4, 3, 2, 1 };

Node\* head1 = createDoublyCircularLinkedList(arr1, sizeof(arr1) / sizeof(arr1[0]));

Node\* head2 = createDoublyCircularLinkedList(arr2, sizeof(arr2) / sizeof(arr2[0]));

Node\* head3 = createDoublyCircularLinkedList(arr3, sizeof(arr3) / sizeof(arr3[0]));

Node\* head4 = createDoublyCircularLinkedList(arr4, sizeof(arr4) / sizeof(arr4[0]));

std::cout << "第一组数据: " << (isSymmetric(head1) ? "TRUE" : "FALSE") << std::endl;

std::cout << "第二组数据: " << (isSymmetric(head2) ? "TRUE" : "FALSE") << std::endl;

std::cout << "第三组数据: " << (isSymmetric(head3) ? "TRUE" : "FALSE") << std::endl;

std::cout << "第四组数据: " << (isSymmetric(head4) ? "TRUE" : "FALSE") << std::endl;

return 0;

}

实验3代码

（1）#include <iostream>

#include <stack>

#include <string>

#include <cctype>

#include <cmath>

bool isOperator(char c) {

return (c == '+' || c == '-' || c == '\*' || c == '/');

}

int getPrecedence(char op) {

if (op == '+' || op == '-') {

return 1;

}

else if (op == '\*' || op == '/') {

return 2;

}

return 0;

}

void applyOperator(std::stack<int>& operands, char op) {

int right = operands.top();

operands.pop();

int left = operands.top();

operands.pop();

switch (op) {

case '+':

operands.push(left + right);

break;

case '-':

operands.push(left - right);

break;

case '\*':

operands.push(left \* right);

break;

case '/':

operands.push(left / right);

break;

}

}

int evaluateExpression(const std::string& expression) {

std::stack<int> operands;

std::stack<char> operators;

for (int i = 0; i < expression.length(); ++i) {

if (expression[i] == ' ') {

continue;

}

else if (isdigit(expression[i])) {

int val = 0;

while (i < expression.length() && isdigit(expression[i])) {

val = val \* 10 + (expression[i] - '0');

i++;

}

i--;

operands.push(val);

}

else if (expression[i] == '(') {

operators.push(expression[i]);

}

else if (expression[i] == ')') {

while (!operators.empty() && operators.top() != '(') {

applyOperator(operands, operators.top());

operators.pop();

}

operators.pop(); // Discard the '('

}

else if (isOperator(expression[i])) {

while (!operators.empty() && getPrecedence(operators.top()) >= getPrecedence(expression[i])) {

applyOperator(operands, operators.top());

operators.pop();

}

operators.push(expression[i]);

}

}

while (!operators.empty()) {

applyOperator(operands, operators.top());

operators.pop();

}

return operands.top();

}

int main() {

std::string expression = "((8 + 2) \* 5) / (1 + 1)";

int result = evaluateExpression(expression);

std::cout << "Result: " << result << std::endl;

return 0;

}

（2）#include <iostream>

#include <vector>

int josephus(int n, int k, bool isJosephus) {

if (n == 1) {

return 0;

}

else {

if (isJosephus) {

return (josephus(n - 1, k, true) + k) % n;

}

else {

return (josephus(n - 1, k, true) - k + n) % n;

}

}

}

int main() {

int n = 41; // 41个人

int k = 3; // 数到3的人被杀

int josephusPosition = josephus(n, k, true) + 1; // +1 是因为索引从0开始

int friendPosition = josephus(n, k, false) + 1; // +1 是因为索引从0开始

std::cout << "约瑟夫的位置为：" << josephusPosition << std::endl;

std::cout << "朋友的位置为：" << friendPosition << std::endl;

return 0;

}

(3) #include <iostream>

#include <stack>

#include <string>

#include <cctype>

class ChainString {

private:

std::string str;

public:

ChainString(std::string s) : str(s) {}

int compare(ChainString s) {

if (str < s.str) return -1;

else if (str == s.str) return 0;

else return 1;

}

};

int main() {

// Compare ChainString

ChainString s1("abc");

ChainString s2("def");

int comparison = s1.compare(s2);

std::cout << "Comparison result: " << comparison << std::endl;

return 0;

}

实验4代码

（1）#include <iostream>

#include <vector>

class SparseMatrix {

private:

int rows;

int cols;

std::vector<std::vector<int>> data;

public:

SparseMatrix(int r, int c, const std::vector<std::vector<int>>& d) : rows(r), cols(c), data(d) {}

SparseMatrix operator+(const SparseMatrix& other) {

// Add the two sparse matrices

if (rows != other.rows || cols != other.cols) {

throw std::invalid\_argument("Matrix dimensions don't match");

}

std::vector<std::vector<int>> result(rows, std::vector<int>(cols, 0));

for (int i = 0; i < rows; i++) {

for (int j = 0; j < cols; j++) {

result[i][j] = data[i][j] + other.data[i][j];

}

}

return SparseMatrix(rows, cols, result);

}

SparseMatrix operator\*(const SparseMatrix& other) {

// Multiply the two sparse matrices

if (cols != other.rows) {

throw std::invalid\_argument("Matrix dimensions don't match for multiplication");

}

std::vector<std::vector<int>> result(rows, std::vector<int>(other.cols, 0));

for (int i = 0; i < rows; i++) {

for (int j = 0; j < other.cols; j++) {

for (int k = 0; k < cols; k++) {

result[i][j] += data[i][k] \* other.data[k][j];

}

}

}

return SparseMatrix(rows, other.cols, result);

}

void print() {

for (int i = 0; i < rows; i++) {

for (int j = 0; j < cols; j++) {

std::cout << data[i][j] << " ";

}

std::cout << std::endl;

}

}

};

int main() {

// Test cases

std::vector<std::vector<int>> data1 = { {1, 0, 0}, {0, 2, 0}, {0, 0, 3} };

std::vector<std::vector<int>> data2 = { {4, 0, 0}, {0, 5, 0}, {0, 0, 6} };

SparseMatrix matrix1(3, 3, data1);

SparseMatrix matrix2(3, 3, data2);

// Addition

SparseMatrix sum = matrix1 + matrix2;

sum.print();

// Multiplication

SparseMatrix product = matrix1 \* matrix2;

product.print();

return 0;

}

（2）#include <iostream>

#include <string>

#include <vector>

class Undergraduate {

public:

std::string name;

// other information about undergraduate

};

class Graduate {

public:

std::string name;

std::vector<Undergraduate> undergraduates;

// other information about graduate

};

class Teacher {

public:

std::string name;

Graduate graduate;

std::vector<Undergraduate> undergraduates;

void displayTeacherInfo() const {

std::cout << "Teacher: " << name << std::endl;

std::cout << "Graduate Student: " << graduate.name << std::endl;

std::cout << "Undergraduate Students: ";

for (const auto& undergrad : undergraduates) {

std::cout << undergrad.name << " ";

}

std::cout << std::endl;

}

};

class GeneralizedList {

private:

std::vector<Teacher> teachers;

public:

void insertTeacher(const Teacher& teacher) {

teachers.push\_back(teacher);

}

void deleteTeacher(const std::string& teacherName) {

for (auto it = teachers.begin(); it != teachers.end(); ++it) {

if (it->name == teacherName) {

teachers.erase(it);

break;

}

}

}

void queryTeacher(const std::string& teacherName) {

for (const auto& teacher : teachers) {

if (teacher.name == teacherName) {

teacher.displayTeacherInfo();

}

}

}

void outputList() {

for (const auto& teacher : teachers) {

teacher.displayTeacherInfo();

}

}

};

int main() {

// Test case

GeneralizedList list;

Teacher teacher1;

teacher1.name = "Dr. Smith";

Graduate graduate1;

graduate1.name = "Jack";

Undergraduate undergrad1;

undergrad1.name = "Alice";

graduate1.undergraduates.push\_back(undergrad1);

teacher1.graduate = graduate1;

Undergraduate undergrad2;

undergrad2.name = "Bob";

teacher1.undergraduates.push\_back(undergrad2);

Teacher teacher2;

teacher2.name = "Prof. Johnson";

Graduate graduate2;

graduate2.name = "Emily";

Undergraduate undergrad3;

undergrad3.name = "Carol";

graduate2.undergraduates.push\_back(undergrad3);

teacher2.graduate = graduate2;

Undergraduate undergrad4;

undergrad4.name = "David";

teacher2.undergraduates.push\_back(undergrad4);

list.insertTeacher(teacher1);

list.insertTeacher(teacher2);

list.outputList();

list.queryTeacher("Dr. Smith");

list.deleteTeacher("Prof. Johnson");

list.outputList();

return 0;

}

实验5代码

（1）#include <iostream>

#include <vector>

// 定义二叉树节点结构

struct TreeNode {

char value;

int level; // 节点所在的层次

TreeNode\* left;

TreeNode\* right;

TreeNode(char val) : value(val), level(0), left(nullptr), right(nullptr) {}

};

// 构建二叉树并记录每个节点的层次数

void buildTreeWithLevel(const std::vector<std::pair<char, std::pair<int, int>>>& nodes, std::vector<TreeNode\*>& treeNodes, TreeNode\* root, int level) {

if (root == nullptr) return;

root->level = level;

if (nodes[root->value - 'A'].second.first != -1) {

root->left = treeNodes[nodes[root->value - 'A'].second.first];

buildTreeWithLevel(nodes, treeNodes, root->left, level + 1);

}

if (nodes[root->value - 'A'].second.second != -1) {

root->right = treeNodes[nodes[root->value - 'A'].second.second];

buildTreeWithLevel(nodes, treeNodes, root->right, level + 1);

}

}

// 中序遍历输出节点值及对应的层次数

void inorderTraversalWithLevel(TreeNode\* root, std::vector<std::pair<char, int>>& result) {

if (root == nullptr) return;

inorderTraversalWithLevel(root->left, result);

result.push\_back(std::make\_pair(root->value, root->level));

inorderTraversalWithLevel(root->right, result);

}

// 前序遍历

void preorderTraversal(TreeNode\* root) {

if (root == nullptr) return;

std::cout << root->value << " ";

preorderTraversal(root->left);

preorderTraversal(root->right);

}

// 后序遍历

void postorderTraversal(TreeNode\* root) {

if (root == nullptr) return;

postorderTraversal(root->left);

postorderTraversal(root->right);

std::cout << root->value << " ";

}

// 在指定位置插入节点

void insertNode(TreeNode\* root, char parentValue, char newValue, bool isLeft) {

if (root == nullptr) return;

if (root->value == parentValue) {

if (isLeft) {

TreeNode\* newNode = new TreeNode(newValue);

newNode->left = root->left;

root->left = newNode;

}

else {

TreeNode\* newNode = new TreeNode(newValue);

newNode->right = root->right;

root->right = newNode;

}

return;

}

insertNode(root->left, parentValue, newValue, isLeft);

insertNode(root->right, parentValue, newValue, isLeft);

}

int main() {

// 构建二叉树

std::vector<std::pair<char, std::pair<int, int>>> nodes = {

{'A', {1, 2}}, {'B', {3, 4}}, {'C', {5, 6}}, {'D', {-1, -1}}, {'E', {-1, -1}}, {'F', {-1, -1}}, {'G', {-1, -1}}

};

std::vector<TreeNode\*> treeNodes(nodes.size(), nullptr);

for (size\_t i = 0; i < nodes.size(); ++i) {

treeNodes[i] = new TreeNode(nodes[i].first);

}

for (size\_t i = 0; i < nodes.size(); ++i) {

if (nodes[i].second.first != -1) {

treeNodes[i]->left = treeNodes[nodes[i].second.first];

}

if (nodes[i].second.second != -1) {

treeNodes[i]->right = treeNodes[nodes[i].second.second];

}

}

buildTreeWithLevel(nodes, treeNodes, treeNodes[0], 1);

// 中序遍历输出节点值及对应的层次数

std::vector<std::pair<char, int>> result;

inorderTraversalWithLevel(treeNodes[0], result);

std::cout << "中序遍历输出节点值及对应的层次数: ";

for (const auto& p : result) {

std::cout << p.first << ":" << p.second << ", ";

}

std::cout << std::endl;

// 遍历二叉树

std::cout << "前序遍历: ";

preorderTraversal(treeNodes[0]);

std::cout << std::endl;

// 插入新节点

insertNode(treeNodes[0], 'D', 'H', true);

// 遍历二叉树以验证插入结果

std::cout << "插入新节点后的前序遍历: ";

preorderTraversal(treeNodes[0]);

std::cout << std::endl;

return 0;

}

（2）#include <iostream>

#include <vector>

#include <fstream>

using namespace std;

struct TreeNode {

char val;

vector<TreeNode\*> children;

TreeNode(char x) : val(x) {}

};

struct Forest {

vector<TreeNode\*> trees;

};

struct BinaryTreeNode {

char val;

BinaryTreeNode\* left;

BinaryTreeNode\* right;

BinaryTreeNode(char x) : val(x), left(nullptr), right(nullptr) {}

};

void displayMenu() {

cout << "1. 采用指定输入建树或森林" << endl;

cout << "2. 读入文件建树或森林" << endl;

cout << "3. 实现各遍历算法" << endl;

cout << "4. 与二叉树的相互转换" << endl;

cout << "5. 退出" << endl;

}

void buildSubTree(TreeNode\* node) {

int numChildren;

cout << "输入节点 " << node->val << " 的子节点数量: ";

cin >> numChildren;

for (int i = 0; i < numChildren; ++i) {

char childVal;

cout << "输入子节点 " << i + 1 << " 的值: ";

cin >> childVal;

TreeNode\* child = new TreeNode(childVal);

node->children.push\_back(child);

buildSubTree(child);

}

}

void buildSubTreeFromFile(TreeNode\* node, ifstream& file) {

int numChildren;

file >> numChildren;

for (int i = 0; i < numChildren; ++i) {

char childVal;

file >> childVal;

TreeNode\* child = new TreeNode(childVal);

node->children.push\_back(child);

buildSubTreeFromFile(child, file);

}

}

TreeNode\* buildTreeFromFile(ifstream& file) {

char rootVal;

file >> rootVal;

TreeNode\* root = new TreeNode(rootVal);

// 递归构建子树

buildSubTreeFromFile(root, file);

return root;

}

TreeNode\* buildTreeFromInput() {

char rootVal;

cout << "输入根节点的值: ";

cin >> rootVal;

TreeNode\* root = new TreeNode(rootVal);

// 递归构建子树

buildSubTree(root);

return root;

}

void postOrderTraversal(TreeNode\* node) {

if (node) {

for (TreeNode\* child : node->children) {

postOrderTraversal(child);

}

cout << node->val;

}

}

BinaryTreeNode\* convertToBinaryTree(TreeNode\* node) {

if (!node) return nullptr;

BinaryTreeNode\* bNode = new BinaryTreeNode(node->val);

if (!node->children.empty()) {

bNode->left = convertToBinaryTree(node->children[0]);

}

BinaryTreeNode\* current = bNode->left;

for (int i = 1; i < node->children.size(); ++i) {

current->right = convertToBinaryTree(node->children[i]);

current = current->right;

}

return bNode;

}

void preOrderTraversal(BinaryTreeNode\* node) {

if (node) {

cout << node->val;

preOrderTraversal(node->left);

preOrderTraversal(node->right);

}

}

void inOrderTraversal(BinaryTreeNode\* node) {

if (node) {

inOrderTraversal(node->left);

cout << node->val;

inOrderTraversal(node->right);

}

}

void postOrderTraversal(BinaryTreeNode\* node) {

if (node) {

postOrderTraversal(node->left);

postOrderTraversal(node->right);

cout << node->val;

}

}

int main() {

int choice;

Forest forest;

while (true) {

displayMenu();

cout << "选择一个选项: ";

cin >> choice;

switch (choice) {

case 1: {

TreeNode\* tree = buildTreeFromInput();

forest.trees.push\_back(tree);

break;

}

case 2: {

ifstream file("tree\_data.txt");

if (file.is\_open()) {

TreeNode\* tree = buildTreeFromFile(file);

forest.trees.push\_back(tree);

file.close();

}

else {

cout << "无法打开文件" << endl;

}

break;

}

case 3: {

cout << "后序遍历森林: ";

for (TreeNode\* tree : forest.trees) {

postOrderTraversal(tree);

}

cout << endl;

break;

}

case 4: {

cout << "转换为二叉树并遍历: " << endl;

for (TreeNode\* tree : forest.trees) {

BinaryTreeNode\* bTree = convertToBinaryTree(tree);

cout << "前序遍历: ";

preOrderTraversal(bTree);

cout << endl;

cout << "中序遍历: ";

inOrderTraversal(bTree);

cout << endl;

cout << "后序遍历: ";

postOrderTraversal(bTree);

cout << endl;

}

cout << endl;

break;

}

case 5: {

return 0;

}

default: {

cout << "无效选项" << endl;

break;

}

}

}

return 0;

}

（3）#include <iostream>

#include <fstream>

#include <queue>

#include <unordered\_map>

#include <vector>

#include <string>

using namespace std;

// 哈夫曼树节点

struct HuffmanNode {

char data;

int frequency;

HuffmanNode\* left, \* right;

HuffmanNode(char data, int frequency) : data(data), frequency(frequency), left(nullptr), right(nullptr) {}

};

// 用于优先队列的比较函数

struct Compare {

bool operator()(HuffmanNode\* a, HuffmanNode\* b) {

return a->frequency > b->frequency;

}

};

// 生成哈夫曼树

HuffmanNode\* buildHuffmanTree(const unordered\_map<char, int>& frequencyMap) {

priority\_queue<HuffmanNode\*, vector<HuffmanNode\*>, Compare> minHeap;

for (const auto& pair : frequencyMap) {

minHeap.push(new HuffmanNode(pair.first, pair.second));

}

while (minHeap.size() != 1) {

HuffmanNode\* left = minHeap.top();

minHeap.pop();

HuffmanNode\* right = minHeap.top();

minHeap.pop();

HuffmanNode\* newNode = new HuffmanNode('$', left->frequency + right->frequency);

newNode->left = left;

newNode->right = right;

minHeap.push(newNode);

}

return minHeap.top();

}

// 生成哈夫曼编码

void generateHuffmanCodes(HuffmanNode\* root, string code, unordered\_map<char, string>& huffmanCodes) {

if (root == nullptr) return;

if (root->data != '$') {

huffmanCodes[root->data] = code;

}

generateHuffmanCodes(root->left, code + "0", huffmanCodes);

generateHuffmanCodes(root->right, code + "1", huffmanCodes);

}

// 压缩文件

void compressFile(const string& inputFile, const string& outputFile, const unordered\_map<char, string>& huffmanCodes) {

ifstream inFile(inputFile, ios::in | ios::binary);

ofstream outFile(outputFile, ios::out | ios::binary);

char ch;

string encodedString = "";

while (inFile.get(ch)) {

encodedString += huffmanCodes.at(ch);

}

// 将编码后的字符串写入输出文件

string compressedString = "";

int i = 0;

while (i < encodedString.size()) {

unsigned char byte = 0;

for (int j = 0; j < 8 && i < encodedString.size(); ++j, ++i) {

byte <<= 1;

if (encodedString[i] == '1') {

byte |= 1;

}

}

compressedString += byte;

}

outFile.write(compressedString.c\_str(), compressedString.size());

inFile.close();

outFile.close();

}

int main() {

string inputFile = "input.txt";

string outputFile = "compressed.bin";

// 读取文件并计算字符的权重

ifstream inFile(inputFile, ios::in | ios::binary);

unordered\_map<char, int> frequencyMap;

char ch;

while (inFile.get(ch)) {

frequencyMap[ch]++;

}

inFile.close();

// 生成哈夫曼树

HuffmanNode\* root = buildHuffmanTree(frequencyMap);

// 生成哈夫曼编码

unordered\_map<char, string> huffmanCodes;

generateHuffmanCodes(root, "", huffmanCodes);

// 输出每个字符的哈夫曼编码

for (const auto& pair : huffmanCodes) {

cout << pair.first << ": " << pair.second << endl;

}

// 压缩文件

compressFile(inputFile, outputFile, huffmanCodes);

cout << "文件压缩完成，输出文件为 " << outputFile << endl;

return 0;

}

实验6代码

（1）#include <iostream>

#include <vector>

#include <queue>

#include <unordered\_set>

class Graph {

private:

int V; // 顶点数

std::vector<std::unordered\_set<int>> adj; // 邻接表

public:

Graph(int V) : V(V), adj(V) {}

void addEdge(int u, int v) {

adj[u].insert(v);

adj[v].insert(u);

}

int countEdges() {

int count = 0;

for (int i = 0; i < V; ++i) {

count += adj[i].size();

}

return count / 2; // 每条边被计算了两次

}

bool isTree() {

std::vector<bool> visited(V, false);

if (isCyclic(0, -1, visited)) {

return false;

}

for (bool v : visited) {

if (!v) return false; // 如果有顶点未访问到，则不是树

}

return true;

}

bool isCyclic(int v, int parent, std::vector<bool>& visited) {

visited[v] = true;

for (int u : adj[v]) {

if (!visited[u]) {

if (isCyclic(u, v, visited)) {

return true;

}

}

else if (u != parent) {

return true;

}

}

return false;

}

std::vector<int> shortestPath(int src, int dest) {

std::vector<bool> visited(V, false);

std::vector<int> parent(V, -1);

std::queue<int> q;

visited[src] = true;

q.push(src);

while (!q.empty()) {

int u = q.front();

q.pop();

if (u == dest) {

std::vector<int> path;

for (int v = dest; v != -1; v = parent[v]) {

path.push\_back(v);

}

std::reverse(path.begin(), path.end());

return path;

}

for (int v : adj[u]) {

if (!visited[v]) {

visited[v] = true;

parent[v] = u;

q.push(v);

}

}

}

return {}; // 如果没有路径，返回空向量

}

};

int main() {

// 测试案例1：图的边数和是否是树

Graph g1(5);

g1.addEdge(0, 1);

g1.addEdge(0, 2);

g1.addEdge(0, 3);

g1.addEdge(1, 4);

std::cout << "Graph 1 has " << g1.countEdges() << " edges." << std::endl;

std::cout << "Graph 1 is " << (g1.isTree() ? "a tree." : "not a tree.") << std::endl;

// 测试案例2：寻找最短路径

Graph g2(6);

g2.addEdge(0, 1);

g2.addEdge(0, 2);

g2.addEdge(1, 3);

g2.addEdge(2, 3);

g2.addEdge(3, 4);

g2.addEdge(4, 5);

std::vector<int> path = g2.shortestPath(0, 5);

std::cout << "Shortest path from 0 to 5: ";

for (int v : path) {

std::cout << v << " ";

}

std::cout << std::endl;

return 0;

}

（2）#include <iostream>

#include <vector>

#include <queue>

#include <stack>

#include <limits.h>

class Graph {

public:

Graph(int vertices);

void addEdge(int u, int v, int weight);

void findCriticalPath();

private:

int vertices;

std::vector<std::vector<std::pair<int, int>>> adjList;

std::vector<int> topologicalSort();

void longestPath(int start, std::vector<int>& dist, std::vector<int>& pred);

};

Graph::Graph(int vertices) : vertices(vertices) {

adjList.resize(vertices);

}

void Graph::addEdge(int u, int v, int weight) {

adjList[u].push\_back({ v, weight });

}

std::vector<int> Graph::topologicalSort() {

std::vector<int> inDegree(vertices, 0);

for (int u = 0; u < vertices; ++u) {

for (auto& edge : adjList[u]) {

int v = edge.first;

inDegree[v]++;

}

}

std::queue<int> q;

for (int i = 0; i < vertices; ++i) {

if (inDegree[i] == 0) {

q.push(i);

}

}

std::vector<int> topoOrder;

while (!q.empty()) {

int u = q.front();

q.pop();

topoOrder.push\_back(u);

for (auto& edge : adjList[u]) {

int v = edge.first;

if (--inDegree[v] == 0) {

q.push(v);

}

}

}

return topoOrder;

}

void Graph::longestPath(int start, std::vector<int>& dist, std::vector<int>& pred) {

std::vector<int> topoOrder = topologicalSort();

dist.assign(vertices, INT\_MIN);

pred.assign(vertices, -1);

dist[start] = 0;

for (int u : topoOrder) {

if (dist[u] != INT\_MIN) {

for (auto& edge : adjList[u]) {

int v = edge.first;

int weight = edge.second;

if (dist[v] < dist[u] + weight) {

dist[v] = dist[u] + weight;

pred[v] = u;

}

}

}

}

}

void Graph::findCriticalPath() {

std::vector<int> dist, pred;

longestPath(0, dist, pred);

int maxDist = INT\_MIN;

int endVertex = -1;

for (int i = 0; i < vertices; ++i) {

if (dist[i] > maxDist) {

maxDist = dist[i];

endVertex = i;

}

}

std::stack<int> path;

for (int v = endVertex; v != -1; v = pred[v]) {

path.push(v);

}

std::cout << "Critical Path: ";

while (!path.empty()) {

std::cout << path.top() + 1 << " "; // 将每个顶点的值加1以使得点的值与实际顶点号匹配

path.pop();

}

std::cout << "\nLength of Critical Path: " << maxDist << std::endl;

}

int main() {

Graph g(8);

g.addEdge(0, 1, 3);

g.addEdge(0, 2, 4);

g.addEdge(1, 3, 5);

g.addEdge(1, 4, 6);

g.addEdge(2, 3, 8);

g.addEdge(2, 5, 7);

g.addEdge(3, 4, 3);

g.addEdge(4, 6, 9);

g.addEdge(5, 6, 4);

g.addEdge(6, 7, 2);

g.findCriticalPath();

return 0;

}

实验7代码

（1）#include <iostream>

#include <vector>

#include <unordered\_map>

#include <algorithm>

#include <ctime>

#include <cstdlib>

#include <chrono>

class SearchAlgorithms {

public:

// 基于顺序表的查找算法

static int linearSearch(const std::vector<int>& arr, int key) {

for (int i = 0; i < arr.size(); ++i) {

if (arr[i] == key) {

return i;

}

}

return -1;

}

static int binarySearch(const std::vector<int>& arr, int key) {

int left = 0, right = arr.size() - 1;

while (left <= right) {

int mid = left + (right - left) / 2;

if (arr[mid] == key) {

return mid;

}

else if (arr[mid] < key) {

left = mid + 1;

}

else {

right = mid - 1;

}

}

return -1;

}

// 基于树表的查找算法

struct TreeNode {

int val;

TreeNode\* left;

TreeNode\* right;

TreeNode(int x) : val(x), left(nullptr), right(nullptr) {}

};

static TreeNode\* insertBST(TreeNode\* root, int key) {

if (root == nullptr) {

return new TreeNode(key);

}

if (key < root->val) {

root->left = insertBST(root->left, key);

}

else {

root->right = insertBST(root->right, key);

}

return root;

}

static TreeNode\* searchBST(TreeNode\* root, int key) {

if (root == nullptr || root->val == key) {

return root;

}

if (key < root->val) {

return searchBST(root->left, key);

}

else {

return searchBST(root->right, key);

}

}

// 基于散列表的查找算法

static int hashTableSearch(const std::unordered\_map<int, int>& hashTable, int key) {

auto it = hashTable.find(key);

if (it != hashTable.end()) {

return it->second;

}

return -1;

}

static int hashTableSearch2(const std::vector<int>& arr, int key) {

std::unordered\_map<int, int> hashTable;

for (int i = 0; i < arr.size(); ++i) {

hashTable[arr[i]] = i;

}

return hashTableSearch(hashTable, key);

}

static std::vector<int> generateRandomData(int N) {

std::vector<int> data(N);

std::srand(std::time(0));

for (int i = 0; i < N; ++i) {

data[i] = std::rand() % (N \* 10);

}

return data;

}

static void timeComparison(int N) {

std::vector<int> data = generateRandomData(N);

int key = data[std::rand() % N];

auto start = std::chrono::high\_resolution\_clock::now();

linearSearch(data, key);

auto end = std::chrono::high\_resolution\_clock::now();

std::cout << "Linear Search Time: " << std::chrono::duration\_cast<std::chrono::microseconds>(end - start).count() << " microseconds\n";

std::vector<int> sortedData = data; // 创建一个副本进行排序

std::sort(sortedData.begin(), sortedData.end());

start = std::chrono::high\_resolution\_clock::now();

binarySearch(sortedData, key);

end = std::chrono::high\_resolution\_clock::now();

std::cout << "Binary Search Time: " << std::chrono::duration\_cast<std::chrono::microseconds>(end - start).count() << " microseconds\n";

TreeNode\* root = nullptr;

for (int num : data) {

root = insertBST(root, num);

}

start = std::chrono::high\_resolution\_clock::now();

searchBST(root, key);

end = std::chrono::high\_resolution\_clock::now();

std::cout << "Binary Search Tree Search Time: " << std::chrono::duration\_cast<std::chrono::microseconds>(end - start).count() << " microseconds\n";

std::unordered\_map<int, int> hashTable;

for (int i = 0; i < data.size(); ++i) {

hashTable[data[i]] = i;

}

start = std::chrono::high\_resolution\_clock::now();

hashTableSearch(hashTable, key);

end = std::chrono::high\_resolution\_clock::now();

std::cout << "Hash Table Search Time: " << std::chrono::duration\_cast<std::chrono::microseconds>(end - start).count() << " microseconds\n";

start = std::chrono::high\_resolution\_clock::now();

hashTableSearch2(data, key);

end = std::chrono::high\_resolution\_clock::now();

std::cout << "Hash Table Search 2 Time: " << std::chrono::duration\_cast<std::chrono::microseconds>(end - start).count() << " microseconds\n";

}

};

int main() {

int N = 100000; // 可以根据需要调整数据规模

SearchAlgorithms::timeComparison(N);

return 0;

}

（2）#include <iostream>

#include <vector>

#include <algorithm>

#include <ctime>

#include <cstdlib>

#include <queue>

#include <list>

class Sorting {

public:

// 顺序表排序：快速排序

void quickSort(std::vector<int>& arr, int left, int right) {

if (left >= right) return;

int i = left, j = right;

int pivot = arr[left + (right - left) / 2];

while (i <= j) {

while (arr[i] < pivot) i++;

while (arr[j] > pivot) j--;

if (i <= j) {

std::swap(arr[i], arr[j]);

i++;

j--;

}

}

quickSort(arr, left, j);

quickSort(arr, i, right);

}

// 树表排序：堆排序

void heapSort(std::vector<int>& arr) {

std::priority\_queue<int, std::vector<int>, std::greater<int>> minHeap;

for (int num : arr) {

minHeap.push(num);

}

for (int i = 0; i < arr.size(); ++i) {

arr[i] = minHeap.top();

minHeap.pop();

}

}

// 链式基数排序

void radixSort(std::vector<int>& arr) {

const int base = 10;

std::vector<std::list<int>> buckets(base);

int maxVal = \*std::max\_element(arr.begin(), arr.end());

for (int exp = 1; maxVal / exp > 0; exp \*= base) {

for (int num : arr) {

buckets[(num / exp) % base].push\_back(num);

}

int i = 0;

for (auto& bucket : buckets) {

for (int num : bucket) {

arr[i++] = num;

}

bucket.clear();

}

}

}

// 生成随机数据

std::vector<int> generateRandomData(int size) {

std::vector<int> data(size);

std::srand(std::time(0));

for (int i = 0; i < size; ++i) {

data[i] = std::rand() % 100000;

}

return data;

}

// 测试排序算法性能

void testSortingAlgorithms(int N) {

std::vector<int> data = generateRandomData(N);

std::vector<int> dataCopy = data;

// 快速排序

clock\_t start = clock();

quickSort(dataCopy, 0, dataCopy.size() - 1);

clock\_t end = clock();

std::cout << "Quick Sort Time: " << (double)(end - start) / CLOCKS\_PER\_SEC << " seconds\n";

dataCopy = data;

// 堆排序

start = clock();

heapSort(dataCopy);

end = clock();

std::cout << "Heap Sort Time: " << (double)(end - start) / CLOCKS\_PER\_SEC << " seconds\n";

dataCopy = data;

// 基数排序

start = clock();

radixSort(dataCopy);

end = clock();

std::cout << "Radix Sort Time: " << (double)(end - start) / CLOCKS\_PER\_SEC << " seconds\n";

}

};

int main() {

Sorting sorting;

sorting.testSortingAlgorithms(10000);

return 0;

}